Queue using Stacks

The problem is opposite of [this](https://tutorialspoint.dev/slugresolver/implement-stack-using-queue/) post. We are given a stack data structure with push and pop operations, the task is to implement a queue using instances of stack data structure and operations on them.

![Stack and Queue with insert and delete operations](data:image/png;base64,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)

A queue can be implemented using two stacks. Let queue to be implemented be q and stacks used to implement q be stack1 and stack2. q can be implemented in two ways:

**Method 1 (By making enQueue operation costly)** This method makes sure that oldest entered element is always at the top of stack 1, so that deQueue operation just pops from stack1. To put the element at top of stack1, stack2 is used.

enQueue(q, x)

1) While stack1 is not empty, push everything from stack1 to stack2.

2) Push x to stack1 (assuming size of stacks is unlimited).

3) Push everything back to stack1.

Here time complexity will be O(n)

deQueue(q)

1) If stack1 is empty then error

2) Pop an item from stack1 and return it

Here time complexity will be O(1)

**C++**

|  |
| --- |
| // CPP program to implement Queue using  // two stacks with costly enQueue()  #include <bits/stdc++.h>  **using** **namespace** std;    **struct** Queue {      stack<**int**> s1, s2;    **void** enQueue(**int** x)      {          // Move all elements from s1 to s2  **while** (!s1.empty()) {              s2.push(s1.top());              s1.pop();          }            // Push item into s1          s1.push(x);            // Push everything back to s1  **while** (!s2.empty()) {              s1.push(s2.top());              s2.pop();          }      }        // Dequeue an item from the queue  **int** deQueue()      {          // if first stack is empty  **if** (s1.empty()) {              cout << "Q is Empty";  **exit**(0);          }            // Return top of s1  **int** x = s1.top();          s1.pop();  **return** x;      }  };    // Driver code  **int** main()  {      Queue q;      q.enQueue(1);      q.enQueue(2);      q.enQueue(3);        cout << q.deQueue() << '  ';      cout << q.deQueue() << '  ';      cout << q.deQueue() << '  ';    **return** 0;  } |

**Java**

|  |
| --- |
| // Java program to implement Queue using  // two stacks with costly enQueue()  **import** java.util.\*;    **class** GFG  {  **static** **class** Queue  {  **static** Stack<Integer> s1 = **new** Stack<Integer>();  **static** Stack<Integer> s2 = **new** Stack<Integer>();    **static** **void** enQueue(**int** x)      {          // Move all elements from s1 to s2  **while** (!s1.isEmpty())          {              s2.push(s1.pop());              //s1.pop();          }            // Push item into s1          s1.push(x);            // Push everything back to s1  **while** (!s2.isEmpty())          {              s1.push(s2.pop());              //s2.pop();          }      }        // Dequeue an item from the queue  **static** **int** deQueue()      {          // if first stack is empty  **if** (s1.isEmpty())          {              System.out.println("Q is Empty");              System.exit(0);          }            // Return top of s1  **int** x = s1.peek();          s1.pop();  **return** x;      }  };    // Driver code  **public** **static** **void** main(String[] args)  {      Queue q = **new** Queue();      q.enQueue(1);      q.enQueue(2);      q.enQueue(3);        System.out.println(q.deQueue());      System.out.println(q.deQueue());      System.out.println(q.deQueue());  }  } |

Python3

# Python3 program to implement Queue using  
# two stacks with costly enQueue()

class Queue:  
def \_\_init\_\_(self):  
self.s1 = []  
self.s2 = []

def enQueue(self, x):

# Move all elements from s1 to s2  
while len(self.s1) != 0:  
self.s2.append(self.s1[-1])  
self.s1.pop()

# Push item into self.s1  
self.s1.append(x)

# Push everything back to s1  
while len(self.s2) != 0:  
self.s1.append(self.s2[-1])  
self.s2.pop()

# Dequeue an item from the queue  
def deQueue(self):

# if first stack is empty  
if len(self.s1) == 0:  
print(“Q is Empty”)

# Return top of self.s1  
x = self.s1[-1]  
self.s1.pop()  
return x

# Driver code  
if \_\_name\_\_ == ‘\_\_main\_\_’:  
q = Queue()  
q.enQueue(1)  
q.enQueue(2)  
q.enQueue(3)

print(q.deQueue())  
print(q.deQueue())  
print(q.deQueue())

**C#**

|  |
| --- |
| // C# program to implement Queue using  // two stacks with costly enQueue()  **using** System;  **using** System.Collections;    **class** GFG  {    **public** **class** Queue  {  **public** Stack s1 = **new** Stack();  **public** Stack s2 = **new** Stack();    **public** **void** enQueue(**int** x)      {          // Move all elements from s1 to s2  **while** (s1.Count > 0)          {              s2.Push(s1.Pop());              //s1.Pop();          }            // Push item into s1          s1.Push(x);            // Push everything back to s1  **while** (s2.Count > 0)          {              s1.Push(s2.Pop());              //s2.Pop();          }      }        // Dequeue an item from the queue  **public** **int** deQueue()      {          // if first stack is empty  **if** (s1.Count == 0)          {              Console.WriteLine("Q is Empty");            }            // Return top of s1  **int** x = (**int**)s1.Peek();          s1.Pop();  **return** x;      }  };    // Driver code  **public** **static** **void** Main()  {      Queue q = **new** Queue();      q.enQueue(1);      q.enQueue(2);      q.enQueue(3);        Console.Write(q.deQueue()+" ");      Console.Write(q.deQueue()+" ");      Console.Write(q.deQueue());  }  } |

**Output:**

1

2

3

**Method 2 (By making deQueue operation costly)**In this method, in en-queue operation, the new element is entered at the top of stack1. In de-queue operation, if stack2 is empty then all the elements are moved to stack2 and finally top of stack2 is returned.

enQueue(q, x)

1) Push x to stack1 (assuming size of stacks is unlimited).

Here time complexity will be O(1)

deQueue(q)

1) If both stacks are empty then error.

2) If stack2 is empty

While stack1 is not empty, push everything from stack1 to stack2.

3) Pop the element from stack2 and return it.

Here time complexity will be O(n)

Method 2 is definitely better than method 1.  
Method 1 moves all the elements twice in enQueue operation, while method 2 (in deQueue operation) moves the elements once and moves elements only if stack2 empty.  
Implementation of method 2:

**C++**

|  |
| --- |
| // CPP program to implement Queue using  // two stacks with costly deQueue()  #include <bits/stdc++.h>  **using** **namespace** std;    **struct** Queue {      stack<**int**> s1, s2;        // Enqueue an item to the queue  **void** enQueue(**int** x)      {          // Push item into the first stack          s1.push(x);      }        // Dequeue an item from the queue  **int** deQueue()      {          // if both stacks are empty  **if** (s1.empty() && s2.empty()) {              cout << "Q is empty";  **exit**(0);          }            // if s2 is empty, move          // elements from s1  **if** (s2.empty()) {  **while** (!s1.empty()) {                  s2.push(s1.top());                  s1.pop();              }          }            // return the top item from s2  **int** x = s2.top();          s2.pop();  **return** x;      }  };    // Driver code  **int** main()  {      Queue q;      q.enQueue(1);      q.enQueue(2);      q.enQueue(3);        cout << q.deQueue() << '  ';      cout << q.deQueue() << '  ';      cout << q.deQueue() << '  ';    **return** 0;  } |

**C**

|  |
| --- |
| /\* C Program to implement a queue using two stacks \*/  #include <stdio.h>  #include <stdlib.h>    /\* structure of a stack node \*/  **struct** sNode {  **int** data;  **struct** sNode\* next;  };    /\* Function to push an item to stack\*/  **void** push(**struct** sNode\*\* top\_ref, **int** new\_data);    /\* Function to pop an item from stack\*/  **int** pop(**struct** sNode\*\* top\_ref);    /\* structure of queue having two stacks \*/  **struct** queue {  **struct** sNode\* stack1;  **struct** sNode\* stack2;  };    /\* Function to enqueue an item to queue \*/  **void** enQueue(**struct** queue\* q, **int** x)  {      push(&q->stack1, x);  }    /\* Function to deQueue an item from queue \*/  **int** deQueue(**struct** queue\* q)  {  **int** x;        /\* If both stacks are empty then error \*/  **if** (q->stack1 == NULL && q->stack2 == NULL) {  **printf**("Q is empty");  **getchar**();  **exit**(0);      }        /\* Move elements from stack1 to stack 2 only if         stack2 is empty \*/  **if** (q->stack2 == NULL) {  **while** (q->stack1 != NULL) {              x = pop(&q->stack1);              push(&q->stack2, x);          }      }        x = pop(&q->stack2);  **return** x;  }    /\* Function to push an item to stack\*/  **void** push(**struct** sNode\*\* top\_ref, **int** new\_data)  {      /\* allocate node \*/  **struct** sNode\* new\_node = (**struct** sNode\*)**malloc**(**sizeof**(**struct** sNode));  **if** (new\_node == NULL) {  **printf**("Stack overflow  ");  **getchar**();  **exit**(0);      }        /\* put in the data \*/      new\_node->data = new\_data;        /\* link the old list off the new node \*/      new\_node->next = (\*top\_ref);        /\* move the head to point to the new node \*/      (\*top\_ref) = new\_node;  }    /\* Function to pop an item from stack\*/  **int** pop(**struct** sNode\*\* top\_ref)  {  **int** res;  **struct** sNode\* top;        /\*If stack is empty then error \*/  **if** (\*top\_ref == NULL) {  **printf**("Stack underflow  ");  **getchar**();  **exit**(0);      }  **else** {          top = \*top\_ref;          res = top->data;          \*top\_ref = top->next;  **free**(top);  **return** res;      }  }    /\* Driver function to test anove functions \*/  **int** main()  {      /\* Create a queue with items 1 2 3\*/  **struct** queue\* q = (**struct** queue\*)**malloc**(**sizeof**(**struct** queue));      q->stack1 = NULL;      q->stack2 = NULL;      enQueue(q, 1);      enQueue(q, 2);      enQueue(q, 3);        /\* Dequeue items \*/  **printf**("%d ", deQueue(q));  **printf**("%d ", deQueue(q));  **printf**("%d ", deQueue(q));    **return** 0;  } |

**Java**

|  |
| --- |
| /\* Java Program to implement a queue using two stacks \*/  // Note that Stack class is used for Stack implementation    **import** java.util.Stack;    **public** **class** GFG {      /\* class of queue having two stacks \*/  **static** **class** Queue {          Stack<Integer> stack1;          Stack<Integer> stack2;      }        /\* Function to push an item to stack\*/  **static** **void** push(Stack<Integer> top\_ref, **int** new\_data)      {          // Push the data onto the stack          top\_ref.push(new\_data);      }        /\* Function to pop an item from stack\*/  **static** **int** pop(Stack<Integer> top\_ref)      {          /\*If stack is empty then error \*/  **if** (top\_ref.isEmpty()) {              System.out.println("Stack Underflow");              System.exit(0);          }            // pop the data from the stack  **return** top\_ref.pop();      }        // Function to enqueue an item to the queue  **static** **void** enQueue(Queue q, **int** x)      {          push(q.stack1, x);      }        /\* Function to deQueue an item from queue \*/  **static** **int** deQueue(Queue q)      {  **int** x;            /\* If both stacks are empty then error \*/  **if** (q.stack1.isEmpty() && q.stack2.isEmpty()) {              System.out.println("Q is empty");              System.exit(0);          }            /\* Move elements from stack1 to stack 2 only if          stack2 is empty \*/  **if** (q.stack2.isEmpty()) {  **while** (!q.stack1.isEmpty()) {                  x = pop(q.stack1);                  push(q.stack2, x);              }          }          x = pop(q.stack2);  **return** x;      }        /\* Driver function to test above functions \*/  **public** **static** **void** main(String args[])      {          /\* Create a queue with items 1 2 3\*/          Queue q = **new** Queue();          q.stack1 = **new** Stack<>();          q.stack2 = **new** Stack<>();          enQueue(q, 1);          enQueue(q, 2);          enQueue(q, 3);            /\* Dequeue items \*/          System.out.print(deQueue(q) + " ");          System.out.print(deQueue(q) + " ");          System.out.println(deQueue(q) + " ");      }  } |

**Output:**

1 2 3

**Queue can also be implemented using one user stack and one Function Call Stack.**Below is modified Method 2 where recursion (or Function Call Stack) is used to implement queue using only one user defined stack.

*enQueue(x)*

1) Push *x* to *stack1*.

*deQueue:*

1) If *stack1* is empty then error.

2) If *stack1* has only one element then return it.

3) Recursively pop everything from the stack1, store the popped item

in a variable *res*, push the *res* back to stack1 and return *res*

The step 3 makes sure that the last popped item is always returned and since the recursion stops when there is only one item in *stack1* (step 2), we get the last element of *stack1*in deQueue() and all other items are pushed back in step

**3. Implementation of method 2 using Function Call Stack:**

**C++**

|  |
| --- |
| // CPP program to implement Queue using  // one stack and recursive call stack.  #include <bits/stdc++.h>  **using** **namespace** std;    **struct** Queue {      stack<**int**> s;        // Enqueue an item to the queue  **void** enQueue(**int** x)      {          s.push(x);      }        // Dequeue an item from the queue  **int** deQueue()      {  **if** (s.empty()) {              cout << "Q is empty";  **exit**(0);          }            // pop an item from the stack  **int** x = s.top();          s.pop();            // if stack becomes empty, return          // the popped item  **if** (s.empty())  **return** x;            // recursive call  **int** item = deQueue();            // push popped item back to the stack          s.push(x);            // return the result of deQueue() call  **return** item;      }  };    // Driver code  **int** main()  {      Queue q;      q.enQueue(1);      q.enQueue(2);      q.enQueue(3);        cout << q.deQueue() << '  ';      cout << q.deQueue() << '  ';      cout << q.deQueue() << '  ';    **return** 0;  } |

**C**

|  |
| --- |
| /\* Program to implement a queue using one user defined stack  and one Function Call Stack \*/  #include <stdio.h>  #include <stdlib.h>    /\* structure of a stack node \*/  **struct** sNode {  **int** data;  **struct** sNode\* next;  };    /\* structure of queue having two stacks \*/  **struct** queue {  **struct** sNode\* stack1;  };    /\* Function to push an item to stack\*/  **void** push(**struct** sNode\*\* top\_ref, **int** new\_data);    /\* Function to pop an item from stack\*/  **int** pop(**struct** sNode\*\* top\_ref);    /\* Function to enqueue an item to queue \*/  **void** enQueue(**struct** queue\* q, **int** x)  {      push(&q->stack1, x);  }    /\* Function to deQueue an item from queue \*/  **int** deQueue(**struct** queue\* q)  {  **int** x, res;        /\* If both stacks are empty then error \*/  **if** (q->stack1 == NULL) {  **printf**("Q is empty");  **getchar**();  **exit**(0);      }  **else** **if** (q->stack1->next == NULL) {  **return** pop(&q->stack1);      }  **else** {          /\* pop an item from the stack1 \*/          x = pop(&q->stack1);            /\* store the last deQueued item \*/          res = deQueue(q);            /\* push everything back to stack1 \*/          push(&q->stack1, x);  **return** res;      }  }    /\* Function to push an item to stack\*/  **void** push(**struct** sNode\*\* top\_ref, **int** new\_data)  {      /\* allocate node \*/  **struct** sNode\* new\_node = (**struct** sNode\*)**malloc**(**sizeof**(**struct** sNode));    **if** (new\_node == NULL) {  **printf**("Stack overflow  ");  **getchar**();  **exit**(0);      }        /\* put in the data \*/      new\_node->data = new\_data;        /\* link the old list off the new node \*/      new\_node->next = (\*top\_ref);        /\* move the head to point to the new node \*/      (\*top\_ref) = new\_node;  }    /\* Function to pop an item from stack\*/  **int** pop(**struct** sNode\*\* top\_ref)  {  **int** res;  **struct** sNode\* top;        /\*If stack is empty then error \*/  **if** (\*top\_ref == NULL) {  **printf**("Stack underflow  ");  **getchar**();  **exit**(0);      }  **else** {          top = \*top\_ref;          res = top->data;          \*top\_ref = top->next;  **free**(top);  **return** res;      }  }    /\* Driver function to test above functions \*/  **int** main()  {      /\* Create a queue with items 1 2 3\*/  **struct** queue\* q = (**struct** queue\*)**malloc**(**sizeof**(**struct** queue));      q->stack1 = NULL;        enQueue(q, 1);      enQueue(q, 2);      enQueue(q, 3);        /\* Dequeue items \*/  **printf**("%d ", deQueue(q));  **printf**("%d ", deQueue(q));  **printf**("%d ", deQueue(q));    **return** 0;  } |

**Java**

|  |
| --- |
| // Java Program to implement a queue using one stack    **import** java.util.Stack;    **public** **class** QOneStack {      // class of queue having two stacks  **static** **class** Queue {          Stack<Integer> stack1;      }        /\* Function to push an item to stack\*/  **static** **void** push(Stack<Integer> top\_ref, **int** new\_data)      {          /\* put in the data \*/          top\_ref.push(new\_data);      }        /\* Function to pop an item from stack\*/  **static** **int** pop(Stack<Integer> top\_ref)      {          /\*If stack is empty then error \*/  **if** (top\_ref == **null**) {              System.out.println("Stack Underflow");              System.exit(0);          }          // return element from stack  **return** top\_ref.pop();      }        /\* Function to enqueue an item to queue \*/  **static** **void** enQueue(Queue q, **int** x)      {          push(q.stack1, x);      }        /\* Function to deQueue an item from queue \*/  **static** **int** deQueue(Queue q)      {  **int** x, res = 0;          /\* If the stacks is empty then error \*/  **if** (q.stack1.isEmpty()) {              System.out.println("Q is Empty");              System.exit(0);          }          // Check if it is a last element of stack  **else** **if** (q.stack1.size() == 1) {  **return** pop(q.stack1);          }  **else** {                /\* pop an item from the stack1 \*/              x = pop(q.stack1);                /\* store the last deQueued item \*/              res = deQueue(q);                /\* push everything back to stack1 \*/              push(q.stack1, x);  **return** res;          }  **return** 0;      }        /\* Driver function to test above functions \*/  **public** **static** **void** main(String[] args)      {          /\* Create a queue with items 1 2 3\*/          Queue q = **new** Queue();          q.stack1 = **new** Stack<>();            enQueue(q, 1);          enQueue(q, 2);          enQueue(q, 3);            /\* Dequeue items \*/          System.out.print(deQueue(q) + " ");          System.out.print(deQueue(q) + " ");          System.out.print(deQueue(q) + " ");      }  } |

**Output:**

1 2 3